**NAAN MUDHALVAN PROJECT**

**MERN stack powered by MongoDB**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)** ![Naan Mudhalvan Logo](data:image/jpeg;base64,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)

**GROCERY WEB APP**

Submitted by the team members of Final Year IT ‘A’

**DHINAKARAN. R 311421205017**

**HEMALATHA. M 311421205027**

**JABEEN FATHIMA. N 311421205028**

**ANGELMARY. J 311421205006**

**AKSHAYA. M 311421205004**

![MCE-Meenakshi College of Engineering](data:image/png;base64,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)

DEPARTMENT OF INFORMATION TECHNOLOGY

MEENAKSHI COLLEGE OF ENGINEERING

12, VEMBULIAMMAN KOVIL STREET, WEST K.K. NAGAR,

CHENNAI - 600 078, TAMILNADU.

(AFFILATED TO ANNA UNIVERSITY)

ABSTRACT :

The Grocery Web App project involves developing a user-friendly grocery web application that facilitates a smooth online shopping experience for customers and provides robust functionalities for sellers and administrators. The app allows users to explore a wide range of products, add items to their cart, and complete transactions securely. With features designed for various customer demographics, the app offers an intuitive interface to browse categories, view product details, and complete purchases efficiently. Emphasis is placed on secure data handling, ensuring privacy and confidentiality in all customer interactions.

For sellers and administrators, the backend provides comprehensive tools to manage product listings, inventory, and orders, as well as capabilities for handling customer inquiries, processing payments, and monitoring performance metrics. This grocery web application project aims to build a trustworthy platform that meets the demands of both customers and vendors, emphasizing a seamless, secure, and enjoyable online shopping experience.

1 . INTRODUCTION :

The grocery web app project is designed to offer an efficient and secure online shopping experience for customers. This platform serves as a one-stop shop for users looking to purchase a wide range of products conveniently, including groceries, fashion items, tech products, and other household essentials. By focusing on a user-friendly interface and easy navigation, this app simplifies the shopping process, making it accessible and enjoyable for users of all ages and preferences.

In addition to catering to customer needs, the app provides robust backend functionalities for sellers and administrators. This includes tools to manage product listings, track inventory, process orders, and handle customer inquiries, ensuring smooth business operations and fostering a reliable environment for both buyers and vendors.

1.1 PURPOSE :

The purpose of this project is

· To develop an online grocery platform that provides a convenient shopping experience for a wide variety of products.

· To prioritize user satisfaction by creating an intuitive and user-friendly interface.

· To ensure data security and privacy, building customer trust through secure transactions and protected personal information.

· To empower sellers and administrators with easy-to-use backend tools for efficient management of products, inventory, and customer support.

1.2 SCOPE :

The scope of this project includes developing a fully functional web application that supports both customer-facing and backend functionalities.

* **Customer Features**:
  + Product browsing, detailed descriptions, cart management, and secure checkout.
* **Seller Features**:
  + Product listing management, inventory tracking, and order processing.
* **Administrator Features**:
  + Customer inquiry management, payment processing, and performance monitoring.
* **Security Integration**:
  + Use of secure payment gateways and data protection measures to ensure safe transactions and confidentiality.

These points clarify the purpose and operational reach of the project, addressing both customer and backend management needs effectively.

1.3 PROJECT OBJECTIVE :

· **Deliver a user-friendly and accessible shopping platform** for customers, enabling seamless navigation, efficient browsing, and a hassle-free checkout experience.

· **Ensure a secure and private transaction process** to protect customer data and build trust with the user base.

· **Provide comprehensive backend functionality** for sellers and administrators to manage products, inventory, and customer interactions efficiently.

· **Create a scalable and adaptable framework** for the app, allowing future expansions and upgrades as needed to meet evolving business and customer demands.

This grocery web app project is committed to providing a practical, enjoyable, and secure online shopping solution for customers while empowering sellers and administrators to manage and grow their business.

2. SYSTEM REQUIREMENTS :

2.1 HARDWARE :

* Windows 8 machine

2.2 SOFTWARE :

**Node.js** - Backend JavaScript runtime for server-side scripting.

**Express.js** - Web application framework for building APIs and server functionalities.

**Angular** - Frontend framework for building a dynamic and responsive user interface.

**MongoDB** - NoSQL database for storing user, product, and order data.

**JWT (JSON Web Token)** - Authentication standard for secure, stateless user sessions.

**Mongoose** - ODM library for MongoDB, providing schema and data modeling capabilities.

**RxJS** - Library for reactive programming with asynchronous data streams in Angular.

**Angular CLI** - Command-line tool for Angular project setup, building, and testing.

**Bcrypt.js** - Library for password hashing to ensure secure user credentials.

**Payment Gateway API (e.g., Stripe)** - Secure online payment processing for checkout transactions.

2.3 NETWORK :

· Bandwidth : 30 Mbps

3.ARCHITECTURE:

### 3.1 Three-Tier Architecture

The system follows a three-tier architecture, typically used for web applications, comprising the **Presentation Layer**, **Business Logic Layer**, and **Data Layer**.

Presentation Layer (Frontend)

* **Technologies**: HTML, CSS, JavaScript, Angular), Bootstrap or Tailwind CSS.
* **Components**:
  + **User Interface (UI)**: Interactive UI components for customers, sellers, and administrators.
  + **Frontend Logic**: Handles page navigation, API requests, form validation, and user interactions.
  + **Responsive Design**: Ensures the app is optimized for both desktop and mobile users.
* **User Interaction Flow**:
  + **Customers**: View and select products, add to cart, manage their cart, proceed to checkout, and make secure payments.
  + **Sellers**: Access dashboard, manage inventory, update product listings, and process orders.
  + **Administrators**: Oversee the platform, view customer and seller activities, and monitor overall system performance.

Business Logic Layer (Backend)

* **Technologies**: Node.js/Express, Python/Django, or Java/Spring Boot.
* **Components**:
  + **REST/GraphQL API**: Enables communication between frontend and backend, handling requests for user data, product information, and order processing.
  + **Authentication & Authorization**: Uses JWT or OAuth for user login and access control to ensure that only authorized users can perform specific actions.
  + **Payment Integration**: Connects with payment gateways (e.g., Stripe, PayPal, Razorpay) for secure payment processing and transaction handling.
  + **Order Management**: Manages order lifecycle from creation to fulfillment, including tracking and updating order status.
  + **Inventory Management**: Allows sellers to add, edit, or remove products, adjust stock levels, and monitor product availability.
  + **Admin Controls**: Provides tools for administrators to manage user accounts, moderate content, and oversee app performance.

Data Layer (Database)

* **Technologies**: MySQL, MongoDB, or PostgreSQL.
* **Components**:
  + **Customer Data**: Stores user profiles, addresses, order history, and payment information.
  + **Product Data**: Manages product catalog with information on categories, descriptions, prices, and stock levels.
  + **Order Data**: Tracks order details, including product quantities, order status, and timestamps.
  + **Transaction Data**: Stores payment history, transaction details, and relevant billing information.
  + **Audit Logs**: Keeps a record of significant actions taken by users, especially sellers and administrators, for traceability and security purposes.

**4**. PROJECT STRUCTURE :

#### Root Directory (**grocery-web-app/**)

The root directory contains general files, like .env and .gitignore, and subfolders for the frontend and backend. It serves as the main container for the entire application.

**Client (Frontend) (client/)**

This folder holds the entire frontend (user interface) of the application, typically created with a framework like React.

* **public/**: Contains static files that don’t change, such as the HTML file, images, and other assets.
  + index.html: The main HTML file where the React app is injected. It serves as the single page for the Single Page Application (SPA) and provides the root HTML structure.
* **src/**: Holds all the React source code, including components, pages, services, and assets.
  + **components/**: Houses reusable UI components like buttons, product cards, and form inputs, which can be used across multiple pages.
  + **pages/**: Contains page components that represent different views of the app (e.g., Home, Product, Cart, Checkout).
  + **services/**: Stores JavaScript files that define API calls to the backend. These functions make it easier to call APIs from different parts of the frontend, keeping code organized.
  + **App.js**: The main app component that routes pages and sets up the main structure of the frontend.
  + **index.js**: Entry point for the React application, where the app is rendered to the DOM. It links App.js to index.html.
* **package.json**: Defines the frontend dependencies and scripts, like npm start for running the development server, and lists libraries needed for the frontend, such as React and Axios.

**Server (Backend) (server/)**

This folder contains the backend code, handling server-side logic, API routing, database connections, and security.

* **config/**: Configuration files, typically used for connecting to the database and setting environment variables.
  + database.js: Contains the database connection logic, using environment variables for security.
* **controllers/**: Handles the main business logic for each route, acting as an intermediary between models and routes. Each file typically manages a specific function, such as user management, product handling, or order processing.
  + **Example**: productController.js contains functions for fetching, adding, updating, or deleting products.
* **models/**: Defines database schemas for entities (e.g., User, Product, Order). Models map to collections or tables in the database.
  + **Example**: User.js defines fields like username, email, password, etc., and includes data validation rules.
* **routes/**: Contains all API route definitions, which map HTTP requests to specific controller functions.
  + **Example**: productRoutes.js defines routes for product-related endpoints (e.g., /products to fetch all products or /products/:id to fetch a specific product).
* **middleware/**: Stores middleware functions, like authentication and error handling.
  + **Example**: authMiddleware.js verifies if a user is authenticated and authorized to access specific routes.
* **app.js**: The main server app file, where all middleware and routes are applied to the server. It initializes the Express app and loads routes, controllers, and configurations.
* **server.js**: Entry point for starting the backend server. It typically imports app.js and specifies the server port.
* **package.json**: Lists the backend dependencies (e.g., Express, Mongoose, bcrypt) and contains scripts for running and managing the server, like npm start.

#### Root-Level Files

· **.env**: Stores sensitive environment variables, like database URIs, JWT secrets, and API keys. This file is kept out of version control for security.

· **.gitignore**: Lists files and folders to exclude from Git, like node\_modules, .env, and logs.

· **README.md**: Contains project documentation, setup instructions, and information about the app’s purpose and functionality.

**Data Flow Between Frontend and Backend**

1. **User Actions**: Users interact with the frontend to perform actions like browsing products, adding to cart, and completing checkout.

2. **API Requests**: The frontend sends API requests to backend routes, which are defined in routes/ and controlled by logic in controllers/.

3. **Database Interaction**: Backend controllers use models from models/ to interact with the database, performing CRUD operations.

4. **Response**: The backend returns data or a response to the frontend, which updates the UI to reflect the changes made by the user.

**4.1 Prerequisites**

To run this project, ensure the following prerequisites are installed:

1. **Node.js and npm**

o Required for running the backend and managing dependencies for both the frontend and backend.

o Download and install from [Node.js official website](https://nodejs.org/).

2. **Database (MySQL/MongoDB/PostgreSQL)**

o Choose your preferred database and ensure it’s properly installed and configured.

o For cloud databases, services like MongoDB Atlas, AWS RDS, or Firebase can be used.

3. **Git**

o Version control tool to manage code history and collaborate on the project.

o Download and install from [Git official website](https://git-scm.com/).

4. **Code Editor**

o Visual Studio Code, IntelliJ, or any preferred code editor for working with the project files.

5. **Payment Gateway Account**

o Set up an account with a payment gateway like Stripe or PayPal for handling payments.

4.2 GIT REPOSITORY CLONING :

**Initialize the Project on GitHub - if not already created**

Go to [GitHub](https://github.com/) and create a new repository for the project (e.g., grocery-web-app).

**Clone the Repository to Your Local Machine**

Open your terminal and run the following command to clone the repository to your local machine: git clone<https://github.com/our-username/grocery-web-app.git>

**Navigate to the Project Directory**

cd grocery-web-app

**Set Up Frontend and Backend**

**Frontend**: cd client

npm install

**Backend**: cd ../server

npm install

**Environment Setup**

Create an .env file in the **server** folder with required environment variables: DB\_URI=our-database-url

JWT\_SECRET=your-jwt-secret

PAYMENT\_GATEWAY\_KEY=your-payment-key

For frontend environment variables, create a .env file in the **client** folder if needed.

**Run the Application**

**Frontend**: cd client

npm start

**Backend**: cd ../server

npm start

**Push Changes to GitHub**

To track changes in your project, you can use the following Git commands:

git add .

git commit -m "Initial commit"

git push origin main

5.ROLE BASED ACCESS :

For this grocery web app project, implementing **Role-Based Access Control (RBAC)** allows you to assign different permissions to **User** and **Admin** roles, ensuring secure and organized access based on responsibilities. RBAC allows only authorized users to access specific parts of the application, enhancing both security and functionality by limiting actions according to user roles. Here’s a breakdown of the roles:

5.1 ADMIN ROLE

**Permissions**:

Product Management:

· **Add Products**: Create new product listings with details like price, description, and images.

· **Edit Products**: Update information for existing products.

· **Delete Products**: Remove products from the catalog as necessary.

User Management:

· **View Customer Information**: Access details of registered customers for support or verification.

· **Manage Orders**: View, update, or cancel customer orders. Track order fulfillment and shipping statuses.

Inventory Management:

· **Track Inventory Levels**: Monitor stock levels and restock items as needed.

· **Update Inventory**: Modify product availability and quantities.

Sales and Analytics:

· **View Reports**: Access reports on sales, customer activity, and product performance.

· **Generate Analytics**: Use analytics tools to track trends, popular products, and sales performance.

Settings and Security:

· Manage application settings related to site functionality, roles, and security measures.

**Restrictions**:

· Admins do not have access to personal user features like checkout and order placement.

5.2 USER ROLE :

**Permissions**:

* + **Browse Products**: View the list of available products and categories.
  + **View Product Details**: Access details of individual products.
  + **Add Items to Cart**: Add products to the shopping cart.
  + **Manage Cart**: Update item quantities, remove items, and view cart total.
  + **Checkout**: Complete the purchase process, including providing shipping details and processing payments.
  + **View Order History**: Access a list of past orders and view order statuses.
  + **Manage Profile**: Update personal information like name, email, and address.

**Restrictions**:

* + No access to backend controls, product management, or admin dashboard.
  + Limited to viewing and managing only their own data (e.g., profile, order history).

5.3 Implementing RBAC

To implement RBAC in your app, you can use authentication and authorization libraries like **JWT (JSON Web Token)** for session management and **middleware** to control access based on roles.

1. **Authentication**:

o Users log in with their credentials, and upon successful login, a JWT token is generated with role information.

2. **Authorization Middleware**:

o Middleware functions are added to the backend routes to check the user’s role before allowing access to specific resources.

o For example:

* userMiddleware allows access to routes like browsing, cart management, and checkout.
* adminMiddleware restricts access to admin functions, like product management and analytics.

3. **Frontend Role-Based Access**:

o The frontend UI can be adapted to display only relevant options based on the user’s role. For example:

* Regular users only see options for shopping and personal profile.
* Admin users see additional menu items for product and inventory management, reports, and user management.

6.PROJECT FLOW :

**User Flow**

1. **Homepage and Product Browsing**

o After logging in, the user lands on the homepage, where they can browse product categories and view recommended or featured products.

o The user can navigate through various categories and view individual product details, including price, description, ratings, and reviews.

2. **Adding Products to Cart**

o From the product details page, the user can add desired items to their shopping cart.

o Users can update item quantities, remove items, and view the cart total in the cart summary.

3. **Checkout Process**

o When ready to purchase, the user proceeds to the checkout page, where they enter shipping information and review their order.

o The user selects a payment method and completes the transaction using a secure payment gateway (e.g., Stripe or PayPal).

o Once the payment is successful, an order confirmation is generated, and the order is recorded in the database.

4. **Order Confirmation and Tracking**

o After checkout, the user receives an order confirmation with tracking details.

o Users can view their **Order History** to track the status of their orders and see past purchases.

5. **Profile Management**

o Users can update their profile information, including email, phone number, and address.

o Password reset and account security options are also available in the profile settings.

**Admin Flow**

1. **Admin Dashboard**

o Upon login, the admin accesses a dedicated dashboard with statistics on orders, sales, and popular products.

o The dashboard also displays notifications for low stock levels, pending customer inquiries, and recent orders.

2. **Product Management**

o Admins can navigate to the product management section, where they can add new products, edit existing ones, or delete items.

o For each product, admins can update details such as price, description, inventory, and category.

3. **Order and Customer Management**

o Admins have access to a list of all customer orders. They can view, update, and process each order's status (e.g., pending, shipped, delivered).

4. **Inventory and Stock Management**

o Admins can monitor stock levels, receive alerts for items that are low in stock, and update inventory quantities to ensure product availability.

5. **Analytics and Reporting**

o The admin dashboard includes analytics tools for generating sales reports, tracking top-selling products, and analyzing user behavior.

**Backend Flow**

1. **API Requests and Responses**

o The frontend sends API requests to the backend for all user actions, such as viewing products, adding items to the cart, or processing payments.

o The backend processes each request by interacting with the database, handling business logic, and returning relevant data or status messages.

2. **Database Operations**

o All application data, including users, products, orders, and inventory, is stored and managed in the database.

o CRUD (Create, Read, Update, Delete) operations are performed on various entities through models and controllers in response to API calls.

3. **Authentication and Authorization**

o The backend verifies user identities and roles using JWT tokens.

o Middleware functions check each request to determine if the user has the appropriate permissions before granting access to restricted routes.

4. **Payment Processing**

o During checkout, the backend interfaces with a payment gateway API to securely process the payment.

o Once the payment is confirmed, the backend updates the order status and notifies the user.

**System Workflow**

1. **Authentication Layer**: Handles user login and role-based access.

2. **Frontend Interaction**: Allows users and admins to navigate through the app’s interface, interacting with various functionalities.

3. **Backend Logic and Database Interaction**: Processes API requests, manages data, and enforces business logic.

4. **Payment Processing**: Ensures secure transactions for customer purchases.

5. **Role-Based Access Control**: Distinguishes between user and admin permissions, controlling access to restricted actions.

**7**.FRONTEND DEVELOPMENT :

7.1 USER INTERFACE (UI) DESIGN

In grocery web app, the user interface (UI) is designed for a smooth, intuitive shopping experience. It incorporates an Angular (or React) front-end that allows users to seamlessly browse, search, and add grocery items to their cart. The UI includes:

1. Home Page: Displays popular categories and trending items to engage users immediately.

2. Product Listings: Each grocery item shows an image, price, and an "Add to Cart" button, with filtering and sorting options for easy navigation.

3. Product Details: A detailed view of selected items, with nutritional info, quantity selector, and related items.

4. Shopping Cart: A quick view of selected items, where users can adjust quantities or remove products before checkout.

5. Checkout Flow: A streamlined, step-by-step checkout process, with address entry, payment options, and order confirmation.

6. Order Tracking: Allows users to view their order status, expected delivery, and order history.

Using responsive design principles, this UI ensures a consistent experience across devices, enhancing usability and visual appeal for the grocery app.

7.2 RESPONSIVE DESIGN :

Responsive design in grocery web app ensures that the user interface adapts smoothly across various devices (desktops, tablets, and smartphones). This approach leverages flexible layouts, grids, and CSS media queries to adjust the app’s elements based on screen size, orientation, and resolution.

Key aspects include:

1. Flexible Layouts: The app's layout automatically adjusts to fit different screen sizes without requiring the user to zoom or scroll horizontally.

2. Scalable Images and Text: Images and text sizes adjust fluidly, ensuring readability and visual clarity on all devices.

3. Touch-friendly Elements: Buttons, forms, and other interactive elements are designed for easy use on touchscreens, with ample spacing to prevent accidental clicks.

4. Adaptive Navigation: Menus and navigation bars adapt, transitioning from full-width displays on desktops to collapsible or hamburger-style menus on smaller screens.

This responsive design provides a consistent and user-friendly experience, making it easy for customers to browse and shop comfortably, regardless of the device they’re using.

7.3 PRODUCT CATALOG :

The product catalog in your MERN stack grocery app serves as the central showcase for all available grocery items. It is structured to provide users with easy access to a wide variety of products, each organized by categories like fruits, vegetables, dairy, snacks, and more.

Key elements include:

1. Category-Based Organization: Products are grouped by categories, allowing users to filter items by type, popularity, or dietary preferences.

2. Search and Filtering Options: A search bar and filters enable users to find specific items quickly, refine by price, brand, or availability, and locate items that match their preferences.

3. Detailed Product Pages: Each product has a detailed page featuring an image, price, description, nutritional information, and availability, enhancing the shopping experience.

4. Dynamic Updates: The catalog connects to a database, enabling real-time updates to stock levels, prices, and new arrivals.

This well-organized, user-friendly catalog provides users with an easy way to explore and select items, enhancing the shopping experience by making product discovery simple and enjoyable.

7.4 SHOPPING CART AND CHECKOUT PROCESS :

In the grocery web app , the shopping cart and checkout process plays a vital role in providing a smooth and secure purchasing experience.

Shopping Cart:

1. Add/Remove Items: Users can add items to their cart directly from the product catalog or product detail pages, with options to increase or decrease quantities or remove items entirely.

2. Real-Time Price Calculation: The cart dynamically updates to reflect changes in quantity or item selection, showing an accurate total, including any discounts or offers.

3. Save for Later: Users can keep items in their cart for later purchase, offering flexibility in decision-making.

4. Mini-Cart Preview: A mini cart icon on the main navigation displays a quick preview of selected items and the current total.

Checkout Process:

1. Address and Delivery Options: During checkout, users can enter a new address or choose from saved addresses, with delivery options like express or standard delivery.

2. Payment Gateway Integration: A secure payment system allows users to choose from various options (credit/debit card, digital wallet, UPI, etc.), enhancing convenience and security.

3. Order Summary and Confirmation: Before confirming the order, users see a detailed order summary, including product details, price, taxes, and delivery charges.

4. Order Tracking: After purchase, users can track their order status (e.g., processing, dispatched, out for delivery) in real time.

5. Order History: Users have access to their past orders for easy reordering and reference.

This cart and checkout flow provides a user-friendly and efficient shopping experience, ensuring customers can complete purchases quickly and securely.

7.5 USER AUTHENTICATION AND ACCOUNT MANAGEMENT :

In the grocery app built on the MERN stack, the user authentication and account management process is essential for securing user data and personalizing the shopping experience.

User Authentication:

1. Sign Up and Login: New users can create an account with their email and password, while existing users can log in securely. Social login (e.g., Google, Facebook) can also be integrated for added convenience.

2. Password Encryption: User passwords are securely hashed and stored using bcrypt, ensuring sensitive information is protected.

3. Email Verification and Password Recovery: Upon signup, users receive a verification email to confirm their identity. If they forget their password, a secure recovery link allows them to reset it.

4. Session Management with JWT: JSON Web Tokens (JWT) are used to manage user sessions, providing secure and stateless authentication for logged-in users.

v Account Management:

1. Profile Management: Users can view and update their personal information, including name, email, phone number, and address, within their account settings.

2. Order History and Reorder: Users can access a history of previous orders, making it easy to reorder frequently purchased items.

3. Saved Addresses: The app allows users to save multiple delivery addresses, streamlining the checkout process.

4. Wishlist/Favorites: Users can add items to a wishlist for easy access, helping them save products they may want to buy later.

5. Notifications and Preferences: Users can opt in for notifications on special offers or order status updates and manage preferences for a personalized experience.

This authentication and account management system enhances security, ensures data privacy, and personalizes the app experience, making it secure and user-centric.

7.6 PAYMENT INTEGRATION :

In grocery web app, payment integration is key to enabling a smooth and secure transaction process for users.

Key Components of Payment Integration:

1. Payment Gateway Integration: Integrate a payment gateway like Stripe, Razorpay, or PayPal to process various payment methods (credit/debit cards, net banking, UPI, and digital wallets). The payment gateway provides a secure bridge between the app and financial institutions.

2. Checkout Process: After adding items to the cart, users proceed to checkout, where they enter payment details through the integrated gateway, ensuring a smooth transition between the app and payment processor.

3. Secure Transactions: Implement encryption (SSL) and follow PCI-DSS compliance standards to securely handle card details and transaction data.

4. Order Summary and Confirmation: Users view a final summary with itemized costs, taxes, and delivery charges before completing payment. Once the payment is confirmed, an order confirmation message and receipt are displayed.

5. Payment Status Updates: The app provides real-time updates on payment status (e.g., pending, confirmed, failed), which are also reflected in the user's order history for reference.

6. Refund and Cancellation: Users can initiate refunds or cancellations directly through their order history if needed, with the payment gateway handling reversals securely.

By using a reliable and secure payment integration, the app ensures a smooth, efficient, and trustworthy payment experience, promoting user confidence in completing transactions online.

8. BACKEND DEVELOPMENT :

8.1 SET UP BACKEND

Setting up the backend for the grocery web app involves configuring a Node.js server with Express and connecting it to a MongoDB database. Here’s a step-by-step outline for building a robust backend:

* Initial Setup

Install Node.js and Express: Initialize a Node.js project and install Express to handle routing and middleware.

npm init -y

npm install express mongoose dotenv bcryptjs jsonwebtoken cors

Environment Configuration: Use dotenv to manage environment variables for sensitive information (e.g., database URL, JWT secret) and store them in a .env file.

* Database Setup

MongoDB Connection: Use Mongoose to connect to MongoDB. Define schemas and models for each collection, such as Users, Products, and Orders.

const mongoose = require('mongoose');

mongoose.connect(process.env.MONGO\_URI, { useNewUrlParser: true, useUnifiedTopology: true })

.then(() => console.log('MongoDB connected'))

.catch(err => console.log('MongoDB connection error:', err));

* Define Models

User Model: Schema for user data, including hashed passwords and addresses.

Product Model: Schema to store product details like name, category, price, stock, and image URLs.

Order Model: Schema to track orders, including user ID, items ordered, status, and timestamps.

* Routes and Controllers

Authentication Routes: Set up routes for signup, login, and password recovery. Use JWT to handle token-based authentication.

Product Routes: Create endpoints for product CRUD operations, allowing admin users to add, edit, or remove products, and for regular users to view product listings.

Cart and Order Routes: Routes to handle cart updates, order placement, and order status. These routes interact with the product inventory and update stock levels accordingly.

* Middleware

JWT Authentication: Middleware to protect routes, ensuring only authenticated users can access specific endpoints (e.g., placing an order or viewing order history).

Error Handling: Centralized error handling middleware to manage errors gracefully and send appropriate status codes and messages.

* Payment Integration

Payment API Integration: Set up a route to handle payment processing with a payment gateway (like Stripe or Razorpay). Handle payment status updates and store transaction data securely.

* Start the Server

Start Express Server: Create an index.js or app.js file to start the Express server.

const express = require('express');

const app = express();

app.listen(process.env.PORT, () => console.log(Server running on port ${process.env.PORT}));

* Testing and Debugging

Postman or Insomnia: Test each API endpoint to ensure they work correctly and handle errors.

Logging: Use logging tools like morgan for real-time monitoring during development.

This backend setup establishes a secure, scalable foundation for your grocery app, ensuring smooth data handling, secure user authentication, and efficient order management.

9. INTEGRATION :

Integrating the front end and back end in your MERN stack grocery app connects the user interface with the server and database, enabling a fully functional application. This process involves configuring API calls from the front end to the back end, managing data flow, and ensuring secure communication.

9.1 FRONT-END and BACK-END INTEGRATION :

* Set Up API Endpoints in the Back End

Define API endpoints in your Express server for all necessary operations, such as:

· Authentication: Signup, login, and logout.

· Product Management: Fetching product lists, searching, and filtering.

· Cart Management: Adding, updating, and removing items in the cart.

· Order Processing: Placing an order, checking order status, and viewing order history.

Test these endpoints using tools like Postman to ensure they return the expected data.

* Connect the Front End to Back-End APIs

· Axios for HTTP Requests: Use Axios or the Fetch API on the front end to send requests to the back end. Install Axios if needed:

npm install axios

· API Configuration: In your front end, set up an Axios instance or API helper functions to manage base URLs and authorization headers.

import axios from 'axios';

const api = axios.create({

baseURL: 'http://localhost:5000/api', // Backend server URL

headers: { 'Content-Type': 'application/json' },

});

* Implement Authentication

· Token Storage: On successful login, store the JWT token in local storage or a secure cookie on the client side.

· Authorization Headers: Attach the token to the Authorization header for protected routes.

api.interceptors.request.use(config => {

const token = localStorage.getItem('token');

if (token) config.headers['Authorization'] = Bearer ${token};

return config;

});

· Protected Routes: Use React Router (or Angular’s route guards) to protect routes like the cart and order history, redirecting users to the login page if they are not authenticated.

* Data Fetching and State Management

· Fetching Products: Use API calls to fetch product data from the back end and display it in the product catalog.

· Cart Management: When users add, update, or remove items in the cart, make corresponding API calls to sync these changes with the back end. Manage cart state locally (e.g., in React Context or Redux) for a responsive experience.

· Order Placement: At checkout, collect necessary data from the cart and user profile, then send it to the back end for order processing and payment.

* Real-Time Updates and Data Handling

· Order Tracking: Use polling or WebSockets if supported by the back end to update the order status in real-time.

· Error Handling: Provide user-friendly feedback for issues like failed login, payment errors, or network issues by handling errors from API responses and displaying appropriate messages.

* Environment Configuration for Deployment

· Configure environment variables for API URLs to toggle between development and production settings.

· Front-End Base URL: Set the back end’s production URL in the front end’s environment configuration.

· CORS Configuration: Allow CORS in the back end for secure cross-origin requests from the front end.

· Example: Fetching and Displaying Products

In our front end (Angular), we might use the following structure to fetch and display products.

import React, { useEffect, useState } from 'react';

import api from './api'; // Axios instance

function ProductCatalog() {

const [products, setProducts] = useState([]);

useEffect(() => {

api.get('/products')

.then(response => setProducts(response.data))

.catch(error => console.error('Error fetching products:', error));

}, []);

return (

<div>

{products.map(product => (

<div key={product.\_id}>

<h3>{product.name}</h3>

<p>{product.price}</p>

</div>

))}

</div>

);

}

export default ProductCatalog;

* Testing and Debugging

· Integration Testing: Ensure data flows correctly from the front end to the back end by testing the app’s critical paths, like login, product fetching, and order placement.

· Cross-Origin Requests: Confirm that CORS is correctly configured to allow communication between your front end and back end when hosted on different domains.

· With this integration, your grocery app achieves a seamless data flow between the UI and server, delivering a smooth and responsive experience for users.

10. CONCLUSION :

The grocery web app project successfully delivers a convenient, secure, and user-friendly online shopping experience. By leveraging a powerful tech stack with Angular for the frontend, Node.js and Express for backend APIs, and MongoDB for data storage, the app provides seamless navigation, secure transactions, and a robust backend system for managing products, orders, and inventory.

With features tailored for both customers and administrators, this app bridges the gap between a simple shopping interface and a powerful management tool. Customers benefit from an intuitive interface to browse products, add items to their cart, and complete secure checkouts, while administrators have full control over inventory, order processing, and data analytics, enhancing operational efficiency.

Overall, this project demonstrates the effectiveness of a role-based architecture and modern technologies in building a scalable and reliable e-commerce solution. The grocery web app sets a solid foundation for future expansions, including enhanced analytics, more personalized user experiences, and additional integrations to meet evolving user needs.